# RAJALAKSHMI ENGINEERING COLLEGE

**RAJALAKSHMI NAGAR, THANDALAM – 602 105**

|  |
| --- |
| **CD23321**  **PYTHON PROGRAMMING FOR DESIGN LABORATORY** |
| **Laboratory Manual Note Book**  **Name: Anish D**  **Year/Branch/Section:** 2 / CSD / A  **Register No:** 231701004  **Semester:** 3  **Academic Year:** 2024 |

![](data:image/jpeg;base64,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)

**WEEK - 1**

# Variables, Datatypes in Python

1) Write a program that returns the second last digit of the given number. Second last digit is being referred 10the digit in the tens place in the given number.

For example, if the given number is 197, the second last digit is 9.

Note1 - The second last digit should be returned as a positive number. i.e. if the given number is -197, the second last digit is 9.

Note2 - If the given number is a single digit number, then the second last digit does not exist. In such cases, the program should return -1. i.e. if the given number is 5, the second last digit should be returned as -1

|  |  |
| --- | --- |
| Input | Result |
| 197 | 9 |
| -197 | 9 |
| 5 | -1 |

PROGRAM:

n = input() if (len(n) < 2) print(-1) else print(n[-2])

2)In a Lab 36% are Dell and 34% Lennovo and 28% are Acer and 2% are Samsung. write a python code to print total systems and brand wise count in the specific format using sep operator.

|  |  |
| --- | --- |
| Input | Result |
| 150 | Total System:150  Dell:54  Lennovo:51  Acer:42  Samsung:3 |

PROGRAM:

t=int(input()) a=int((t\*36)/100) b=int((t\*34)/100) c=int((t\*28)/100) d=int((t\*2)/100) print(f"Total System:{t}") print(f"Dell:{a}") print(f"Lennovo:{b}") print(f"Acer:{c}") print(f"Samsung:{d}")

1. In many jurisdictions, a small deposit is added to drink containers to encourage people to recycle them. In one particular jurisdiction, drink containers holding one liter or less have a $0.10 deposit and drink containers holding more than one liter have a $0.25 deposit. Write a program that reads the number of containers of each size(less and more) from the user. Your program should continue by computing and displaying the refund that will be received for returning those containers. Format the output so that it includes a dollar sign and always displays exactly two decimal places.

For example:

|  |  |
| --- | --- |
| Input | Result |
| 20  20 | Your total refund will be $7.00. |

PROGRAM:

x=int(input()) y=int(input()) a=x\*0.10 b=y\*0.25 c=float(a+b) print(f"Your total refund will be $%.2f."%c)

1. Alfred buys an old scooter for Rs. X and spends Rs. Y on its repairs. If he sells the scooter for Rs. Z (Z>X+Y). Write a program to help Alfred to find his gain percent. Get all the above-mentioned values through the keyboard and find the gain percent.

Input Format:

The first line contains the Rs X

The second line contains Rs Y

The third line contains Rs Z For example:

|  |  |
| --- | --- |
| Input | Result |
| 45500  500  60000 | 30.43 is the gain percent. |

PROGRAM:

a=int(input()) b=int(input()) c=int(input()) t=a+b g=c-t p=(g/t)\*100 print("%.2f"%p,"is the gain percent.") 5) You went on a tour to Ooty with your friends. As a part of the tour, you went boating with them. For the boat to remain stable, the number of people on one boat is restricted based on the weight of the people. You find that the boatman who is sailing your boat is so much greedy of money. For earning more, he takes too many people to travel in the boat at a time. So you want to check how many people can travel in the boat at a time so that the boat will not drown. Calculate the weight by considering the number of adults and number of children. Assume that an adult weighs 75 kg and children weigh 30 kg each. If the weight is normal, display Boat is stable, else display Boat will drown.

Input Format:

Input consists of 3 integers. First input corresponds to the weight that the boat can handle. Second input corresponds to the number of adults. Third input corresponds to the number of children.

|  |  |
| --- | --- |
| Input | Result |
| 340  2  3 | Boat is stable |

PROGRAM:

x=int(input()) y=int(input()) z=int(input()) a=y\*75 b=z\*30 c=a+b

if(x>c): print("Boat is stable") else:

print("Boat will drow")

1. In a Logistic the Parcels to be delivered in 4 locations (1st locaion 20%, 2nd location 40%, 3rd location 30% and 4th location 10%). write a python code to find the total no. of parcels after the delivery in 2 locations . use a format() to print the no of parcels delivered in in each location

|  |  |
| --- | --- |
| Input | Result |
| 250 | Total Parcels is 250  1st Location 50 parcels  2nd Location 100 parcels  3rd Location 75 parcels  4th Location 25 parcels |

PROGRAM:

p=int(input()) a=int((p\*20)/100) b=int((p\*40)/100) c=int((p\*30)/100) d=int((p\*10)/100) print("Total Parcels is",p) print("1st Location",a,"parcels") print("2nd Location",b,"parcels") print("3rd Location",c,"parcels") print("4th Location",d,"parcels")

1. Write a program to convert strings to an integer and float and display its type.

|  |  |
| --- | --- |
| Input | Result |
| 10 10.9 | 10,<class 'int'>  10.9,<class 'float'> |

PROGRAM:

a=int(input()) b=float(input()) print(f"{round(a,1)},{type(a)}") print(f"{round(b,1)},{type(b)}")

1. Ramesh’s basic salary is input through the keyboard. His dearness allowance is 40% of his basic salary, and his house rent allowance is 20% of his basic salary. Write a program to calculate his gross salary.

For example:

|  |  |
| --- | --- |
| Input | Result |
| 10000 | 16000 |

PROGRAM:

a=int(input()) b=int(((a\*40)/100)+((a\*20)/100)) print(a+b)

1. In department 54% are boys and 46% are girls and 8% are hostel (boys/girls). write a python code to print total no of boys, girls and hostel students in the specific format using modulo operator.

|  |  |
| --- | --- |
| Input | Result |
| 1500 | Total Students : 1500, Boys : 810, Girls : 690, Hostel : 120 |

PROGRAM:

a=int(input()) b=int((54/100)\*a) g=int((46/100)\*a) bg=int((8/100)\*a) print("Total Students : {}, Boys : {}, Girls : {}, Hostel : {}".format(a,b,g,bg)) 10) Justin is a carpenter who works on an hourly basis. He works in a company where he is paid Rs 50 for an hour on weekdays and Rs 80 for an hour on weekends. He works 10 hrs more on weekdays than weekends. If the salary paid for him is given, write a program to find the number of hours he has worked on weekdays and weekends.

Hint:

If the final result(hrs) are in -ve convert that to +ve using abs() function The abs() function returns the absolute value of the given number.

|  |  |
| --- | --- |
| Input | Result |
| 450 | weekdays 10.38 weekend 0.38 |

PROGRAM:

x=abs(int(input())) print("weekdays %.2f"%(abs((x-500)/130)+10)) print("weekend %.2f"%abs((((x-500)/130))))

**WEEK - 2**

# Operators and Formatting Output

1. Rohit wants to add the last digits of two given numbers. Write a program.

|  |  |
| --- | --- |
| Input | Result |
| 267  154 | 11 |
| 267  -154 | 11 |

PROGRAM:

a=input() b=input() c=int(a[-1]) d=int(b[-1]) print(c+d)

1. Write a program that returns the last digit of the given number. Last digit is being referred to as the least significant digit i.e. the digit in the ones (units) place in the given number.

|  |  |
| --- | --- |
| Input | Result |
| 197 | 7 |
| -197 | 7 |

PROGRAM:

a=input()

print(a[-1])

1. Complete the program to convert days into years, month and days. (Ignoring leap year and considering 1 month is 30 days)

|  |  |
| --- | --- |
| Input | Result |
| 375 | YEARS: 1 MONTH: 0 DAYS: 10 |

PROGRAM:

x=int(input()) y=x//365 m=(x%365)//30 d=(x%365)%30 print("YEARS:",y,"MONTH:",m,"DAYS:",d)

1. A team from the Rotract club had planned to conduct a rally to create awareness among the Coimbatore people to donate blood. They conducted the rally successfully. Many of the Coimbatore people realized it and came forward to donate their blood to nearby blood banks. The eligibility criteria for donating blood are people should be above or equal to 18 and his/ her weight should be above 40. There was a huge crowd and staff in the blood bank found it difficult to manage the crowd. So they decided to keep a system and ask the people to enter their age and weight in the system. If a person is eligible he/she will be allowed inside.

Write a program and feed it to the system to find whether a person is eligible or not.

Input consists of two integers that correspond to the age and weight of a person

respectively.Display True(IF ELIGIBLE)Display False (if not eligible)

|  |  |
| --- | --- |
| Input | Result |
| 18  40 | False |

PROGRAM:

a=int(input()) b=int(input()) if(a>=18 and b>=41):

print(a>=18 and b>=41)

else: print("False")

1. Write a program that returns the last digit of the given number. Last digit is being referred to the least significant digit i.e. the digit in the ones (units) place in the given number.

The last digit should be returned as a positive number. For example, if the given number is 197, the last digit is 7 if the given number is -197, the last digit is 7

|  |  |
| --- | --- |
| Input | Result |
| 197 | 7 |
| -197 | 7 |

PROGRAM:

a=input() print(a[-1])

1. An online retailer sells two products: widgets and gizmos. Each widget weighs 75 grams. Each gizmo weighs 112 grams. Write a program that reads the number of widgets and the number of gizmos from the user. Then your program should compute and display the total weight of the parts.

|  |  |
| --- | --- |
| Input | Result |
| 10  20 | The total weight of all these widgets and gizmos is 2990 grams. |

PROGRAM:

a=int(input()) b=int(input()) total=((a\*75)+(b\*112)) print("The total weight of all these widgets and gizmos is",total,"grams.")

1. Write a program to find whether the given input number is Even.

If the given number is even, the function should return 2 else it should return 1.

Note: The number passed to the program can either be negative, positive or zero. Zero should be treated as Even.

|  |  |
| --- | --- |
| Input | Result |
| 100 | 2 |
| 1001 | 1 |

PROGRAM:

a=int(input())

if(a%2==0):

print(2) else: print(1)

1. Write a python program that takes a integer between 0 and 15 as input and displays the number of '1' s in its binary form.

Explanation:The binary representation of 3 is 011, hence there are 2 ones in it. so the output is 2.

|  |  |
| --- | --- |
| Input | Result |
| 3 | 2 |

PROGRAM:

a=abs(int(input())) x=bin(a).count("1") print(x)

1. In the 1800s, the battle of Troy was led by Hercules. He was a superstitious person. He believed that his crew can win the battle only if the total count of the weapons in hand is in multiple of 3 and the soldiers are in an even number of count. Given the total number of weapons and the soldier's count, Find whether the battle can be won or not according to Hercules's belief.

If the battle can be won print True otherwise print False.

Input format:

Line 1 has the total number of weapons

Line 2 has the total number of Soldiers.

Output Format:

If the battle can be won print True otherwise print False.

|  |  |
| --- | --- |
| Input | Result |
| 32  43 | False |

PROGRAM:

w=int(input()) s=int(input())

if(w%3==0 and s%2==0):

print(w%3==0 and s%2==0)

else:

print("False")

10) Mr.Ram has been given a problem, kindly help him to solve it. The input of the program is either 0 or 1. IF 0 is the input he should display "C" if 1 is the input it should display "D".There is a constraint that Mr. Ram should use either logical operators or arithmetic operators to solve the problem, not anything else.

Hint: Use ASCII values of C and D.

|  |  |
| --- | --- |
| Input | Result |
| 0 | C |

PROGRAM:

a=int(input()) if(a==0):

print("C") elif(a==1): print("D")

**WEEK - 3**

# Selection Controls

1. Ms. Sita, the faculty handling programming lab for you is very strict. Your seniors have told you that she will not allow you to enter the week's lab if you have not completed at least half the number of problems given last week. Many of you didn't understand this statement and so they requested the good programmers from your batch to write a program to find whether a student will be allowed into a week's lab given the number of problems given last week and the number of problems solved by the student in that week.

Input Format: Input consists of 2 integers. The first integer corresponds to the number of problems given and the second integer corresponds to the number of problems solved.

Output Format: Output consists of the string “IN” or “OUT”.

|  |  |
| --- | --- |
| Input | Result |
| 8  3 | OUT |

PROGRAM:

a=int(input()) b=int(input()) if(a/2<=b):

print("IN") else: print("OUT")

1. The length of a month varies from 28 to 31 days. In this exercise you will create a program that reads the name of a month from the user as a string. Then your program should display the number of days in that month. Display “28 or 29 days” for February so that leap years are addressed.

|  |  |
| --- | --- |
| Input | Result |
| February | February has 28 or 29 days in it. |
| March | March has 31 days in it. |
| April | April has 30 days in it. |

PROGRAM:

m=input() if(m=="January"): print("January has 31 days in it.") elif(m=="February"): print("February has 28 or 29 days in it.") elif(m=="March"): print("March has 31 days in it.") elif(m=="April"): print("April has 30 days in it.") elif(m=="May"): print("May has 31 days in it.") elif(m=="June"): print("June has 30 days in it.") elif(m=="July"): print("July has 31 days in it.") elif(m=="August"): print("August has 31 days in it.") elif(m=="September"): print("September has 30 days in it.") elif(m=="October"): print("October has 31 days in it.") elif(m=="November"):

print("November has 30 days in it.")

else:

print("December has 31 days in it.")

3) Write a program to find the eligibility of admission for a professional course based on the following criteria:

Marks in Maths >= 65

Marks in Physics >= 55

Marks in Chemistry >= 50

(Or)

Total in all three subjects >= 180

|  |  |
| --- | --- |
| Input | Result |
| 70  60  80 | The candidate is eligible |

PROGRAM:

a=int(input()) b=int(input()) c=int(input())

s=a+b+c if(s>=180): print("The candidate is eligible") else:

print("The candidate is not eligible")

1. In this exercise you will create a program that reads a letter of the alphabet from the user. If the user enters a, e, i, o or u then your program should display a message indicating that the entered letter is a vowel. If the user enters y then your program should display a message indicating that sometimes y is a vowel, and sometimes y is a consonant. Otherwise your program should display a message indicating that the letter is a consonant.

|  |  |
| --- | --- |
| Input | Result |
| y | Sometimes it's a vowel... Sometimes it's a consonant. |
| c | It's a consonant. |

PROGRAM:

a=input() if(a=="a" or a=="e" or a=="i" or a=="o" or a=="u"):

print("It's a vowel.") elif(a=="y"):

print("Sometimes it's a vowel... Sometimes it's a consonant.")

else:

print("It's a consonant.")

1. Most years have 365 days. However, the time required for the Earth to orbit the Sun is actually slightly more than that. As a result, an extra day, February 29, is included in some years to correct for this difference. Such years are referred to as leap years. The rules for determining whether or not a year is a leap year follow:

* Any year that is divisible by 400 is a leap year.
* Of the remaining years, any year that is divisible by 100 is not a leap year.
* Of the remaining years, any year that is divisible by 4 is a leap year.
* All other years are not leap years.

Write a program that reads a year from the user and displays a message indicating whether or not it is a leap year.

|  |  |
| --- | --- |
| Input | Result |
| 1900 | 1900 is not a leap year. |

PROGRAM:

x=int(input()) if(x%400==0):

print(x,"is a leap year.") else:

print(x,"is not a leap year.")

6) Write a Python program that accepts three parameters. The first parameter is an integer. The second is one of the following mathematical operators: +, -, /, or \**.* The third parameter will also be an integer.

The function should perform a calculation and return the results. For example, if the function is passed 6 and 4, it should return 24.

|  |  |
| --- | --- |
| Input | Result |
| 11  +  14 | 25 |

PROGRAM:

a=int(input()) b=input() c=int(input()) if(b=="+"):

print(a+c) elif(b=="-"):

print(a-c) elif(b=="/"):

print(a/c) else: print(a\*c)

1. In the 1800s, the battle of Troy was led by Hercules. He was a superstitious person. He believed that his crew can win the battle only if the total count of the weapons in hand is in multiples of 3 and the soldiers are in an even number of count. Given the total number of weapons and the soldier's count, Find whether the battle can be won or not according to Hercules's belief. If the battle can be won print True otherwise print False.

Input format: Line 1 has the total number of weapons, Line 2 has the total number of Soldiers.

Output Format: If the battle can be won print True otherwise print False.

|  |  |
| --- | --- |
| Input | Result |
| 32  43 | False |

PROGRAM:

w=int(input()) s=int(input())

if(w%3==0 and s%2==0):

print("True") else: print("False")

1. A triangle can be classified based on the lengths of its sides as equilateral, isosceles or scalene. All three sides of an equilateral triangle have the same length. An isosceles triangle has two sides that are the same length, and a third side that is a different length. If all of the sides have different lengths then the triangle is scalene.

Write a program that reads the lengths of the three sides of a triangle from the user. Then display a message that states the triangle’s type.

|  |  |
| --- | --- |
| Input | Result |
| 60  60  60 | That's a equilateral triangle |
| 40  40  80 | That's a isosceles triangle |

PROGRAM:

a=int(input()) b=int(input()) c=int(input()) if(a==b==c):

print("That's a equilateral triangle") elif(a==b or a==c or b==c):

print("That's a isosceles triangle") else: print("That's a scalene triangle")

9) Write a program to calculate and print the Electricity bill where the unit consumed by the user is given from test case. It prints the total amount the customer has to pay. The charge are as follows:

|  |  |
| --- | --- |
| Unit | Charge / Unit |
| Upto 199 | @1.20 |
| 200 and above but less than 400 | @1.50 |
| 400 and above but less than 600 | @1.80 |

600 and above @2.00

If bill exceeds Rs.400 then a surcharge of 15% will be charged and the minimum bill should be of Rs.100/-

|  |  |
| --- | --- |
| Input | Result |
| 100.00 | 120.00 |

PROGRAM:

a=float(input())

b=0

if(a<200):

b=a\*1.20 elif(a>=200 and a<400): b=1.50\*a elif(a>=400 and a<600):

b=1.80\*a

else:

b=a\*2.00 if(b>400): b=b+(0.15\*b) if(b<100): b=100 print("%.2f"%b)

10) Write a program that reads an integer from the user. Then your program should display a message indicating whether the integer is even or odd.

|  |  |
| --- | --- |
| Input | Result |
| 5 | 5 is odd. |

PROGRAM:

a=int(input()) if(a%2==0):

print(a,"is even.") else:

print(a,"is odd.")

**WEEK - 4**

# Iteration Controls

1. Write a program to find the sum of the series 1 +11 + 111 + 1111 + . . . + n terms (n will be given as input from the user and sum will be the output)

Input: 4

Output: 1234

Explanation: As input is 4, We have to take 4 terms. 1 + 11 + 111 + 1111

|  |  |
| --- | --- |
| Input | Result |
| 3 | 123 |

PROGRAM:

n=int(input()) i=1 while(i<=n): print(i,end='')

i+=1

1. Write a program to find the count of ALL digits in a given number N. The number will be passed to the program as an input of type int.

Assumption: The input number will be a positive integer number>= 1 and<= 25000.

|  |  |
| --- | --- |
| Input | Result |
| 293 | 3 |

PROGRAM:

a=int(input()) print(len(str(a)))

1. A number is stable if each digit occur the same number of times.i.e, the frequency of each digit in the number is the same. For e.g. 2277,4004,11,23,583835,1010 are examples for stable numbers.

Similarly, a number is unstable if the frequency of each digit in the number is NOT same.

|  |  |
| --- | --- |
| Input | Result |
| 2277 | Stable Number |

PROGRAM:

a=int(input()) b=str(a) n=len(b) count=0 for i in b:

for j in b:

if(i==j):

count+=1 if(count%n==0): print("Stable Number")

else:

print("Unstable Number")

4) Write a program that reads a positive integer, n, from the user and then displays the sum of all of the integers from 1 to n.

|  |  |
| --- | --- |
| Input | Result |
| 10 | The sum of the first 10 positive integers is 55.0 |

PROGRAM:

n=int(input())

a=n sum=0

while(n>0):

sum+=n n-=1 print(f"The sum of the first {a} positive integers is {sum}.0") 5) Write a program to return the nth number in the fibonacci series.

The value of N will be passed to the program as input.

NOTE: Fibonacci series looks like –0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, . . . and so on.

i.e. Fibonacci series starts with 0 and 1, and continues generating the next number as the sum of the previous two numbers.

|  |  |
| --- | --- |
| Input | Result |
| 8 | 13 |

PROGRAM:

n=int(input())

a=0 b=1

if(n==0):

print(a) elif(n==1):

print(b) else:

for i in range(2,n):

temp=a+b a=b b=temp

print(temp)

1. Write a program to find the sum of the series 1 +11 + 111 + 1111 + . . . + n terms (n will be given as input from the user and sum will be the output)

Input: 4

Output: 1234

Explanation:as input is 4, have to take 4 terms. 1 + 11 + 111 + 1111

|  |  |
| --- | --- |
| Input | Result |
| 3 | 123 |

PROGRAM:

n=int(input()) i=1 while(i<=n): print(i,end='')

i+=1

1. Strong number is a special number whose sum of factorial of digits is equal to the original number.

For example: 145 is strong number. Since, 1! + 4! + 5! = 145.

Write a program to find whether the given number is a Strong Number or not.

|  |  |
| --- | --- |
| Input | Result |
| 145 | Yes |

PROGRAM:

n=int(input())

sum=0 temp=n

while(n):

k=1

fact=1 r=n%10

while(k<=r): fact=fact\*k

k+=1 sum+=fact n=n//10 if(sum==temp): print("Yes") else:

print("No")

8) Determine the factors of a number (i.e., all positive integer values that evenly divide into a number).

|  |  |
| --- | --- |
| Input | Result |
| 20 | 1 2 4 5 10 20 |

PROGRAM:

n=int(input()) for i in range(1,n+1):

if(n%i==0): print(i,end=' ') 9) You are choreographing a circus show with various animals. For one act, you are given two kangaroos on a number line ready to jump in the positive direction.

•The first kangaroo starts at position x1 and moves at a speed v1 meters per jump.

•The second kangaroo starts at position x2 and moves at a speed of v2 meters per jump and x2 > x1

•You have to figure out how to get both kangaroos at the same position at the same time as part of the show before k jumps. If it is possible, return YES, otherwise return NO.

Input Format:

x1-position of kangaroo1 v1-Speed of kangaroo1 x2-position of kangaroo2 v2-Speed of kangaroo2 k-jumps

Output Format:

Both kangaroos are at the same position within k jumps, YES, otherwise NO.

|  |  |
| --- | --- |
| Input | Result |
| 0  3  4  2  6 | YES |

PROGRAM:

x1=int(input()) v1=int(input()) x2=int(input()) v2=int(input()) k=int(input()) if(v1\*x2==v2\*k): print("YES") else: print("NO")

10) Write a program to check whether a given number is a perfect number or not.

Perfect number is a positive number whose sum of all positive divisors excluding that number is equal to that number.

For example, 6 is the perfect number since divisors of 6 are 1, 2 and 3.

Sum of its divisor is 1 + 2+ 3 = 6

|  |  |
| --- | --- |
| Input | Result |
| 6 | YES |

PROGRAM:

n=int(input())

sum=0

for i in range(1,n):

if(n%i==0):

sum+=i if(sum==n):

print("YES") else: print("NO")

**WEEK - 5**

# Functions - User Defined

1) An e-commerce company plans to give their customers a special discount for Christmas.They are planning to offer a flat discount. The discount value is calculated as the sum of all the prime digits in the total bill amount.

Input : The input consists of an integer orderValue, representing the total bill amount.

Output: Print an integer representing the discount value for the given total bill amount.

|  |  |
| --- | --- |
| Test | Result |
| print(christmasDiscount(578)) | 12 |

PROGRAM:

def christmasDiscount(n): sum=0 while n>0:

m=n%10

c=0 n=n//10 for x in range(1,m+1):

if m%x==0:

c=c+1 if c==2:

sum+=m

return sum

1. Write a function that returns the value of a+aa+aaa+aaaa with a given digit as the value of a.Suppose the following input is supplied to the program: 9 Then, the output should be:9+99+999+9999=11106

|  |  |
| --- | --- |
| Test | Result |
| print(Summation(8)) | 9872 |

PROGRAM:

def Summation(n):

sum=0 s1=0 n1=n c=0 while(n1>0): c+=1 n1=n1//10 for x in range(4): sum=(sum\*(10\*\*c))+n s1=s1+sum return s1

1. A number is considered to be ugly if its only prime factors are 2, 3 or 5.

Task: complete the function which takes a number n as input and checks if it's an ugly number. return ugly if it is ugly, else return not ugly

Hint: An ugly number U can be expressed as: U = 2^a \* 3^b \* 5^c,

|  |  |
| --- | --- |
| Test | Result |
| print(checkUgly(6)) | ugly |
| print(checkUgly(21)) | not ugly |

PROGRAM:

def Summation(n):

sum=0 s1=0 n1=n c=0 while(n1>0): c+=1 n1=n1//10 for x in range(4): sum=(sum\*(10\*\*c))+n s1=s1+sum return s1

4) A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down). Write a program to determine if a number is strobogrammatic. The number is represented as a string.

|  |  |
| --- | --- |
| Test | Result |
| print(Strobogrammatic(69)) | true |
| print(Strobogrammatic(962)) | false |

PROGRAM:

def Strobogrammatic(n):

flag=True while(n>0):

m=n%10

n=n//10

if m==1 or m==6 or m==8 or m==9 or m==0:

flag=True else:

flag=False if flag==True: return "true" else: return "false"

5) Complete function to implement coin change making problem i.e. finding the minimum number of coins of certain denominations that add up to given amount of money. The only available coins are of values 1, 2, 3, 4

Input Format: Integer input from stdin.

Output Format: return the minimum number of coins required to meet the given target.

|  |  |
| --- | --- |
| Test | Result |
| 16 | 4 |
| 25 | 7 |

PROGRAM:

def coinChange(n): coins=[4,3,2,1] count=0 for x in coins: while n>=x: n-=x count+=1 return count

**WEEK - 5**

# Functions - Recursion

1) Complete a Recursive Function to find if a given number N can be expressed as a sum of two prime numbers.

Note: YOU MUST OPTIMIZE the logic to find whether a number is prime or not, as very large prime numbers are provided as input. If the logic is not optimized your program will NOT get executed within the given time limit.

|  |  |
| --- | --- |
| Test | Result |
| print(checkPrimeSum(20)) | yes |
| print(checkPrimeSum(23)) | no |

PROGRAM:

def checkPrime(n):

for i in range(2,n): if n%i==0: return False

return True def checkPrimeSum(n):

if(checkSum(n,2)):

return "yes" else:

return "no" def checkSum(n,count):

if count>n//2:

return False else:

if(checkPrime(count) and checkPrime(n-count)):

return True return checkSum(n,count+1)

1. Given an integer number, you have to count the digits using recursion using a Python program. In this program, you will be reading an integer number and counting the total digits, using a function countDigits() which will take a number as an argument and return the count after recursion process..

|  |  |
| --- | --- |
| Test | Result |
| print(countDigits(800)) | 3 |

PROGRAM:

def countDigits(n): if n==0: return 0 elif(n>0):

return 1+countDigits(n//10)

1. Write a program that reads a string from the user and uses your recursive function to determine whether or not it is a palindrome. Then your program should display an appropriate message for the user.

|  |  |
| --- | --- |
| Test | Result |
| malayalam | That was a palindrome! |

PROGRAM:

def isPalindrome(s):

# Base case: The empty string is a palindrome. So is a string containing only 1 character. if len(s) <= 1:

return True

if(s[0]!=s[-1]): return False return isPalindrome(s[1:-1])

# Recursive case: The string is a palindrome only if the first and last characters match, and

# the rest of the string is a palindrome

# Check whether or not a string entered by the user is a palindrome

# Read the string from the user

# Check its status and display the result s=input() if(isPalindrome(s)):

print("That was a palindrome!")

else:

print("That is not a palindrome.")

4) Euclid was a Greek mathematician who lived approximately 2,300 years ago. His algorithm for computing the greatest common divisor of two positive integers, a and b, is both efficient and recursive. It is outlined below:

*If b is 0 then return a else*

*Set c equal to the remainder when a is divided by b*

*Return the greatest common divisor of b and c*

Write a Recursive funtion that implements Euclid's algorithm and uses it to determine thegreatest common divisor of two integers entered by the user. Test your program with some very large integers. The result will be computed quickly, even for huge numbers consisting of hundreds of digits, because Euclid's algorithm is extremely efficient.

|  |  |
| --- | --- |
| Test | Result |
| print(gcd(8,12)) | 4 |
| print(gcd(8,12)) | 40 |

PROGRAM:

def gcd(a,b): if b==0: return a else:

c=a%b

return gcd(b,c)

5) Complete the recursive function to return the Binary Equivalent of an Integer using Recursion.

|  |  |
| --- | --- |
| Test | Result |
| print(binayNumber(10)) | 1010 |
| print(binayNumber(257)) | 100000001 |

PROGRAM:

def binayNumber(n):

if n==0: return "0" elif n==1: return "1" else:

return binayNumber(n//2)+str(n%2)

**WEEK - 6**

# Strings

1. Find if a String2 is a substring of String1. If it is, return the index of the first occurrence. else return -1.

|  |  |
| --- | --- |
| Test | Result |
| thistest123string  123 | 8 |

PROGRAM:

s1=input() s2=input() print(s1.find(s2))

1. Given a string s containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.An input string is valid if Open brackets must be closed by the same type of brackets & Open brackets must be closed in the correct order. s consists of parentheses only '()[]{}'.

|  |  |
| --- | --- |
| Test | Result |
| print(ValidParenthesis("()")) | true |
| print(ValidParenthesis("()[]{}")) | true |
| print(ValidParenthesis("(]")) | false |

PROGRAM:

def ValidParenthesis(s): l=[] for x in range(len(s)): if s[x]=='(':

l.append(s[x])

n=x+1

while n<len(s): if s[n]==')':

l.pop()

n=0 break n+=1

elif s[x]=='[':

l.append(s[x])

n=x+1

while n<len(s): if s[n]==']':

l.pop()

n=0 break elif s[x]=='{':

l.append(s[x])

n=x+1

while n<len(s): if s[n]=='}':

l.pop()

n=0 break if len(l)==0: return "true" else:

return "false"

3) Assume that the given string has enough memory. Don't use any extra space(IN-PLACE)

|  |  |
| --- | --- |
| Test | Result |
| a2b4c6 | aabbbbcccccc |

PROGRAM:

s=input() s1="" s2="" s3="" i=0 n=0

while i<len(s): if s[i].isalpha(): s1+=s[i] i+=1

elif s[i].isnumeric():

s2="" while i<len(s) and s[i].isnumeric():

s2+=s[i] i+=1 n=int(s2) s3+=(s1\*n) s1="" print(s3)

4) Consider the below words as key words and check the given input is key word or not.

keywords: {break, case, continue, default, defer, else, for, func, goto, if, map, range, return, struct, type, var}

Input format:

Take string as an input from stdin.

Output format:

Print the word is key word or not.

|  |  |
| --- | --- |
| Input | Result |
| break | break is a keyword |
| IF | IF is not a keyword |

PROGRAM:

n=input()

if(n=="break" or n=="case" or n=="continue" or n=="default" or n=="defer" or n=="else" or n=="for" or n=="func" or n=="goto" or n=="if" or n=="map" or n=="range" or n=="return" or n=="struct" or n=="type" or n=="var"):

print(n,"is a keyword") else:

print(n,"is not a keyword")

5) Given a non-empty string s and an abbreviation abbr, return whether the string matches with the given abbreviation.

The string "word" contains only the following valid abbreviations: ["word", "1ord", "w1rd", "wo1d", "wor1", "2rd", "w2d", "wo2", "1o1d", "1or1", "w1r1", "1o2", "2r1", "3d", "w3", "4"]

Notice that only the above abbreviations are valid abbreviations of the string "word". Any other string is not a valid abbreviation of "word".

Note:Assume s contains only lowercase letters and abbr contains only lowercase letters and digits.

|  |  |
| --- | --- |
| Test | Result |
| internationalization i12iz4n | true |
| apple a2e | false |

PROGRAM:

s=input() a=input() n=len(s) m=len(a) i,j=0,0

while i<n and j<m:

if a[j].isdigit():

num=0

while j<m and a[j].isdigit(): num=num\*10+int(a[j]) j+=1 i+=num

else:

i+=1 j+=1 if i==n and j==m:

print("true") else: print("false")

1. Write a Python program to get one string and reverse a string. The input string is given as an array of characters char[].You may assume all the characters consist of printable ascii characters.

|  |  |
| --- | --- |
| Test | Result |
| hello | olleh |
| Hannah | hannaH |

PROGRAM:

s=input() print(s[::-1])

1. A pangram is a sentence where every letter of the English alphabet appears at least once.Given a string sentence containing only lowercase English letters, return true if sentence is a pangram, or false otherwise.

|  |  |
| --- | --- |
| Test | Result |
| print(checkPangram('thequickbrownfoxjumpsoverthelazydog')) | true |

PROGRAM:

def checkPangram(s):

a=set("abcdefghijklmnopqrstuvwxyz") sub=set(s) flag=a.issubset(sub) if flag==True:

return "true" else:

return "false"

1. Given a string S which is of the format USERNAME@DOMAIN.EXTENSION, the program must print the EXTENSION, DOMAIN, USERNAME in the reverse order.

|  |  |
| --- | --- |
| Input | Result |
| arvijayakumar@rajalakshmi.edu.in | edu.in rajalakshmi arvijayakumar |

PROGRAM:

s=input().strip() s1="" s2=""

s3="" for x in range(len(s)):

if s[x]=='@': n=x

s1=s[0:n] elif s[x]=='.':

n1=x s2=s[n+1:n1] s3=s[n1+1::] break print(f"{s3}\n{s2}\n{s1}")

9) Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

Note: For the purpose of this problem, we define empty string as valid palindrome.

|  |  |
| --- | --- |
| Input | Result |
| A man, a plan, a canal: Panama | 1 |
| race a car | 0 |

PROGRAM:

s=input().strip() s=s.lower() s1="" for x in s:

if x.isalpha() or x.isnumeric():

s1+=x

if s1==s1[::-1]:

print("1") else: print("0") 10) The program must accept the N series of keystrokes as string values as the input. The character ^ represents undo action to clear the last entered keystroke. The program must print the string typed after applying the undo operations as the output. If there are no characters in the string then print -1 as the output.

|  |  |
| --- | --- |
| Input | Result |
| 3  Hey ^ goooo^^glee^ lucke^y ^charr^ms ora^^nge^^^^ | Hey google luckycharms  -1 |

PROGRAM:

n=int(input()) for x in range(n):

s=input().strip() l=[] for j in s: if j=="^": if l:

l.pop() else:

l.append(j) m=''.join(l) if m=='': print(-1) else: print(m)

**WEEK - 7**

# Lists

1) An array is monotonic if it is either monotone increasing or monotone decreasing.

An array A is monotone increasing if for all i <= j, A[i] <= A[j]. An array A is monotone decreasing if for all i <= j, A[i] >= A[j].

Write a program if n array is monotonic or not. Print "True" if is monotonic or "False" if it is not. Array can be monotone increasing or decreasing.

|  |  |
| --- | --- |
| Input | Result |
| 4  6  5  4  3 | True |

PROGRAM:

n=int(input()) a=[] for i in range(n):

a.append(int(input())) x,f=0,0 for i in range(1,n):

if a[i]>a[i-1]:

x+=1

elif a[i]<a[i-1]:

f+=1 if(x==0 or f==0):

print(True) else:

print(False)

2) Given two arrays of positive integers, for each element in the second array, find the total number of elements in the first array which are *less than or equal to* that element. Store the values determined in an array.

For example, if the first array is *[1, 2, 3]* and the second array is *[2, 4]*, then there are *2* elements in the first array *less than or equal to 2.* There are *3* elements in the first array which are *less than or equal to 4*. We can store these answers in an array, *answer = [2, 3]*.

|  |  |
| --- | --- |
| Input | Result |
| 4  1  4  2  4  2  3  5 | 2  4 |

PROGRAM:

n=int(input()) a=[] for i in range(n):

a.append(int(input())) m=int(input()) b=[] for i in range(m):

b.append(int(input())) ans=[]

for j in range(m): c1=0 for i in range(n): if a[i]<=b[j]:

c1+=1 ans.append(c1) for i in range(len(ans)):

print(ans[i])

3) Program to print all the distinct elements in an array.

Input Format:

First line take an Integer input from stdin which is array length n.

Second line take n Integers which is inputs of array.

Output Format:

Print the Distinct Elements in Array in single line which is space Separated

|  |  |
| --- | --- |
| Input | Result |
| 5  1  2  2  3  4 | 1 2 3 4 |
| 6  1  1  2  2  3  3 | 1 2 3 |

PROGRAM:

n=int(input()) a=[] b=[] for i in range(n):

a.append(int(input())) for i in range(n): if a[i] not in b:

print(a[i],end=' ')

b.append(a[i])

1. Given an integer n, return an list of length n + 1 such that for each i (0 <= i <= n), ans[i] is the number of 1's in the binary representation of i.

|  |  |
| --- | --- |
| Test | Result |
| print(CountingBits(5)) | [0, 1, 1, 2, 1, 2] |

PROGRAM:

def CountingBits(n):

a=[] b=0 for i in range(n+1): b=bin(i)

a.append(b.count('1')) return a

1. Determine the factors of a number (i.e., all positive integer values that evenly divide into a number) and then return the pth element of the list, sorted ascending. If there is no pth element, return 0.

Eg,: n = 20 p = 3

The factors of 20 in ascending order are {1, 2, 4, 5, 10, 20}. Using 1-based indexing, if p = 3, then 4 is returned. If p > 6, 0 would be returned.

|  |  |
| --- | --- |
| Input | Result |
| 10  3 | 5 |
| 10  5 | 0 |
| 1  1 | 1 |

PROGRAM:

n=int(input()) p=int(input()) a=[] c=0 for i in range(1,n+1): if n%i==0:

a.append(i)

c+=1

if p<=len(a):

print(a[p-1]) else: print(0)

6) The program must accept N integers and an integer K as the input. The program must print every K integers in descending order as the output.

Note: If N % K != 0, then sort the final N%K integers in descending order.

Input Format:

The first line contains the values of N and K separated by a space.

The second line contains N integers separated by space(s).

Output Format:

The first line contains N integers.

|  |  |
| --- | --- |
| Input | Result |
| 7 3  48 541 23 68 13 41 6 | 541 48 23 68 41 13 6 |

PROGRAM:

x=input().split() n=int(x[0]) k=int(x[1]) a=[] x=input().split() for i in x:

a.append(int(i)) for i in range(0,n,k):

s=[] for j in range(i,min(i+k,n)):

s.append(a[j])

s.sort(reverse=True) for i in s: print(i,end=' ')

7) Given an array A of sorted integers and another non negative integer k, find if there exists 2 indices i and j such that A[i] - A[j] = k, i != j.

|  |  |
| --- | --- |
| Input | Result |
| 1  3  1  3  5  4 | 1 |
| 1  3  1  3  5  99 | 0 |

PROGRAM:

t=int(input()) while(t): n=int(input()) a=[] c=0 for i in range(n):

a.append(int(input())) k=int(input()) for i in range(n): for j in range(n):

if a[i]-a[j]==k and i!=j:

c+=1

if c:

print(1) else:

print(0) t-=1

8) Given a matrix mat where every row is sorted in strictly increasing order, return the smallest common element in all rows.

If there is no common element, return -1.

|  |  |
| --- | --- |
| Input | Result |
| 4 5   1. 2 3 4 5 2. 4 5 8 10 3. 5 7 9 11   1 3 5 7 9 | 5 |

PROGRAM:

x=input().split() n,m=int(x[0]),int(x[1]) ans=[] for i in range(n):

x=input().split() a=[] for j in x:

a.append(int(j)) ans.append(a) inter=set(ans[0]) for i in range(1,n): inter=inter & set(ans[i]) print(min(list(inter)))

9) Assume you have an array of length *n* initialized with all 0's and are given *k* update operations.

Each operation is represented as a triplet: [startIndex, endIndex, inc] which increments each element of subarray A[startIndex ... endIndex] (startIndex and endIndex inclusive) with inc.

Return the modified array after all *k* operations were executed.

|  |  |
| --- | --- |
| Input | Result |
| 5  3   1. 3 2 2. 4 3   0 2 -2 | -2 0 3 5 3 |

PROGRAM:

n=int(input()) a=[] for i in range(n):

a.append(0) m=int(input()) for i in range(m):

x=input().split() start,stop,inc=int(x[0]),int(x[1]),int(x[2]) for j in range(int(start),int(stop)+1):

a[j]+=inc print(\*a)

10) Complete the program to count the frequency of each element of an array. Frequency of a particular element will be printed once.

|  |  |
| --- | --- |
| Input | Result |
| 7  23  45  23  56  45  23  40 | 23 occurs 3 times  45 occurs 2 times  56 occurs 1 times  40 occurs 1 times |

PROGRAM:

n=int(input()) a=[]

b=[] c=[] for i in range(n):

a.append(int(input())) for i in range(n):

if a[i] not in b:

c.append(a.count(a[i]))

b.append(a[i]) for i in range(len(c)):

print(f"{b[i]} occurs {c[i]} times")

**WEEK - 8**

# Tuples & Sets

1. Coders here is a simple task for you, Given string str. Your task is to check whether it is a binary string or not by using python set.

|  |  |
| --- | --- |
| Input | Result |
| 01010101010 | Yes |
| REC101 | No |

PROGRAM:

a,b=set(input()),{'0','1'} if a.issubset(b):

print("Yes") else:

print("No")

1. Given an array of string words, return the words that can be typed using letters of the alphabet on only one row of the American keyboard like the image below. In the American keyboard:
   * The first row consists of the characters "qwertyuiop",
   * The second row consists of the characters "asdfghjkl", and ● The third row consists of the characters "zxcvbnm".

|  |  |
| --- | --- |
| Input | Result |
| ["Hello","Alaska","Dad","Peace"] | ["Alaska","Dad"] |
| ["omk"] | [] |

PROGRAM:

n=int(input()) w=[] for i in range(n):

w.append(input()) row1=set('qwertyuiop') row2=set('asdfghjkl') row3=set('zxcvbnm') result=[]

for w in w:

w1=set(w.lower()) if w1<=row1 or w1<=row2 or w1<=row3:

result.append(w)

if(result):

for i in result:

print(i) else:

print("No words")

3) Write a program to eliminate the common elements in the given 2 arrays and print only the non-repeating elements and the total number of such non-repeating elements.

|  |  |
| --- | --- |
| Input | Result |
| 5 4   1. 2 8 6 5 2. 6 8 10 | 1 5 10  3 |
| 5 5  1 2 3 4 5  1 2 3 4 5 | NO SUCH ELEMENTS |

PROGRAM:

a=input().split() n,m,b1=a[0],a[1],[] s1,s2=tuple(input().split()),tuple(input().split()) for i in s1:

if i not in s2:

b1.append(i) for i in s2:

if i not in s1:

b1.append(i) if b1:

for i in b1:

print(i,end=" ") print(f"\n{len(b1)}") else:

print("NO SUCH ELEMENTS")

4) The DNA sequence is composed of a series of nucleotides abbreviated as 'A', 'C', 'G', and 'T'.For example, "ACGAATTCCG" is a DNA sequence.

When studying DNA, it is useful to identify repeated sequences within the DNA.

Given a string s that represents a DNA sequence, return all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule.

|  |  |
| --- | --- |
| Input | Result |
| AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT | AAAAACCCCC  CCCCCAAAAA |

PROGRAM:

s=input() ss=set() r=set() for i in range(len(s)-10):

s1=s[i:i+10] if s1 in ss:

r.add(s1)

else: ss.add(s1) for i in list(r):

print(i)

1. Check if a set is a subset of another set.

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| 1 | mango apple mango orange mango | yes set3 is subset of set1 and set2 |
| 2 | mango orange banana orange grapes | No |

PROGRAM:

a,b,c=set(input()),set(input()),set(input())

if c<=a or c<=b:

print(f"yes\nset3 is subset of set1 and set2") else: print("No")

1. There is a malfunctioning keyboard where some letter keys do not work.

All other keys on the keyboard work properly.

Given a string text of words separated by a single space (no leading or trailing spaces) and a string brokenLetters of all distinct letter keys that are broken, return the number of words in text you can fully type using this keyboard.

|  |  |
| --- | --- |
| Input | Result |
| hello world ad | 1 |
| Faculty Upskilling in Python Programming ak | 2 |

PROGRAM:

s,b,c=input().split(),input(),0

for i in b:

for j in s: if i in j.lower():

c+=1

print(len(s)-c)

7) Given an array of integers nums containing n + 1 integers where each integer is in the range [1, n] inclusive.

There is only one repeated number in nums, return this repeated number.

Solve the problem using set.

|  |  |
| --- | --- |
| Input | Result |
| 1 3 4 4 2 | 4 |

PROGRAM:

a=input().split() for i in a:

if a.count(i)==2:

print(i) break 8) You are given an integer tuple nums containing distinct numbers. Your task is to perform a sequence of operations on this tuple until it becomes empty. The operations are defined as follows:

If the first element of the tuple has the smallest value in the entire tuple, remove it.

Otherwise, move the first element to the end of the tuple.

You need to return an integer denoting the number of operations required to make the tuple empty.

The input tuple nums contains distinct integers.

The operations must be performed using tuples and sets to maintain immutability and efficiency.

Your function should accept the tuple nums as input and return the total number of operations as an integer.

Input: nums = (3, 4, -1)

Output: 5

Explanation:

Operation 1: [3, 4, -1] -> First element is not the smallest, move to the end -> [4, -1, 3]

Operation 2: [4, -1, 3] -> First element is not the smallest, move to the end -> [-1, 3, 4]

Operation 3: [-1, 3, 4] -> First element is the smallest, remove it -> [3, 4]

Operation 4: [3, 4] -> First element is the smallest, remove it -> [4]

Operation 5: [4] -> First element is the smallest, remove it -> [] Total operations: 5

|  |  |
| --- | --- |
| Test | Result |
| print(count\_operations((3, 4, -1))) | 5 |

PROGRAM:

def count\_operations(tup: tuple) -> int:

c=0 while tup: if tup[0]==min(tup):

tup=tup[1:] else: tup=tup[1:]+(tup[0],)

c+=1 return c

9) Program to print all the distinct elements in an array.

Input Format:First line take an Integer input from stdin which is array length n.Second line take n Integers which is inputs of array.

Output Format:Print the Distinct Elements in Array in single line which is space Separated

|  |  |
| --- | --- |
| Input | Result |
| 5  1  2  2  3 | 1 2 3 4 |
| 4 |  |

PROGRAM:

n,a,b=int(input()),[],[] for i in range(n):

a.append(int(input())) if a[i] not in b:

b.append(a[i]) for i in b:

print(i,end=' ')

10) Given a tuple and a positive integer k, the task is to find the count of distinct pairs in the tuple whose sum is equal to K.

Input: t = (5, 6, 5, 7, 7, 8 ), K = 13; Output: 2 Explanation:

Pairs with sum K( = 13) are {(5, 8), (6, 7), (6, 7)}.

Therefore, distinct pairs with sum K( = 13) are { (5, 8), (6, 7) }.

Therefore, the required output is 2.

|  |  |
| --- | --- |
| Input | Result |
| 1,2,1,2,5  3 | 1 |
| 1,2  0 | 0 |

PROGRAM:

t=tuple(map(int,input().split(','))) k,s,p=int(input()),set(),set()

for num in t: ta=k-num if ta in t and min(num,ta) not in s:

p.add((min(num,ta),max(num,ta)))

s.add(min(num,ta)) print(len(p))

**WEEK - 9**

# Dictionary

1) Give a dictionary with value lists, sort the keys by summation of values in value list.

|  |  |
| --- | --- |
| Input | Result |
| 2  Gfg 6 7 4  Best 7 6 5 | Gfg 17  Best 18 |

PROGRAM:

n=int(input()) d=dict() for i in range(n):

m=input().split() s=0 for j in range(1,len(m)):

s+=int(m[j]) d[s]=m[0] for i in sorted(d.keys()): print(d[i],i)

2) Given a number, convert it into the corresponding alphabet.

|  |  |
| --- | --- |
| Test | Result |
| print(excelNumber(26)) | Z |
| print(excelNumber(27) | AA |
| print(excelNumber(676) | YZ |

PROGRAM:

def excelNumber(n): key=dict() value=1

s=''

for i in range(65,91):

key[value]=chr(i) value+=1 while n>26:

s+=str(key.get(n%26)) n=n//26 s+=str(key.get(n)) return s[::-1]

3) In the game of Scrabble™, each letter has points associated with it. The total score of a word is the sum of the scores of its letters. More common letters are worth fewer points while less common letters are worth more points. The points associated with each letter are shown below:

Points Letters

1. A, E, I, L, N, O, R, S, T and U
2. D and G
3. B, C, M and P
4. F, H, V, W and Y
5. K

8 J and X

10 Q and Z

Write a program that computes and displays the Scrabble™ score for a word. Create a dictionary that maps from letters to point values. Then use the dictionary to compute the score.

A Scrabble™ board includes some squares that multiply the value of a letter or the value of an entire word. We will ignore these squares in this exercise.

|  |  |
| --- | --- |
| Input | Result |
| REC | REC is worth 5 points. |

PROGRAM:

d={'aeilnorstu':1,'dg':2,'bcmp':3,'fhvwy':4,'k':5,'jx':8,'qz':10} n=input() p=0 for i in n.lower():

for j in d.keys():

if i in j: p+=d[j] break print(n,"is worth",p,"points.")

4) Create a student dictionary for n students with the student name as key and their test mark, assignment mark and lab mark as values.

Do the following computations and display the result.

1.Identify the student with the highest average score

2.Identify the student who as the highest Assignment marks

3.Identify the student with the Lowest lab marks

4.Identify the student with the lowest average score

Note:

If more than one student has the same score display all the student names

|  |  |
| --- | --- |
| Input | Result |
| 4  James 67 89 56  Lalith 89 45 45  Ram 89 89 89  Sita 70 70 70 | Ram  James Ram  Lalith  Lalith |

PROGRAM:

n=int(input()) stu=dict() name=list() tm=list() am=list() lm=list() avg=list() for i in range(n):

s=input().split(' ') name.append(s[0]) tm.append(int(s[1])) am.append(int(s[2])) lm.append(int(s[3])) avg.append(int(s[1])+int(s[2])+int(s[3])) stu[i]=name[i] for i in range(n): if avg[i]==max(avg):

print(stu.get(i),end=' ') print('')

for i in range(n):

if am[i]==max(am):

print(stu.get(i),end=' ') print(' ') ans=list() for i in range(n):

if lm[i]==min(lm):

ans.append(stu.get(i)) ans.sort() for i in ans:

print(i,end=' ')

print(' ') for i in range(n):

if avg[i]==min(avg):

print(stu.get(i),end=' ')

5) Given an array of names of candidates in an election. A candidate name in the array represents a vote cast to the candidate. Print the name of candidates received Max vote. If there is tie, print a lexicographically smaller name.

Examples:

Input : votes[] = {"john", "johnny", "jackie",

"johnny", "john", "jackie",

"jamie", "jamie", "john",

"johnny", "jamie", "johnny",

"john"};

Output : John

We have four Candidates with name as 'John', 'Johnny', 'jamie', 'jackie'. The candidates John and Johny get maximum votes. Since John is alphabetically smaller, we print it. Use dictionary to solve the above problem

|  |  |
| --- | --- |
| Input | Result |
| 10  John  John  Johny  Jamie  Jamie  Johny  Jack  Johny  Johny  Jackie | Johny |

PROGRAM:

d={}

n=int(input()) for i in range(n): name=input() if name not in d.keys(): d[name]=0

d[name]+=1 for j in sorted(d.keys()):

if max(d.values())==d[j]:

print(j) break

6) You are given a string word. A letter is called special if it appears both in lowercase and uppercase in word. Your task is to return the number of special letters in word.

Constraints

* The input string word will contain only alphabetic characters (both lowercase and uppercase).
* The solution must utilize a dictionary to determine the number of special letters.
* The function should handle various edge cases, such as strings without any special letters, strings with only lowercase or uppercase letters, and mixed strings.

|  |  |
| --- | --- |
| Test | Result |
| print(count\_special\_letters("AaBbCcDdEe")) | 5 |

PROGRAM:

def count\_special\_letters(word: str) -> int:

d=dict() j=97 for i in range(65,91):

d[chr(i)]=chr(j)

j+=1 count=0 for i in word: if ord(i)<91 and d.get(i) in word:

count+=1 return count

7) A company wants to send its quotation secretly to its client. The company decided to encrypt the amount they are sending to their client with some special symbols so that the equation amount will not be revealed to any external person. They used the special symbols !,@,#,$,%,^,&,\*,>,< for 0,1,2,3,4,5,6,7,8,9 respectively. Write a python code to help the company to convert the amount to special symbols.

(Value rounded off to 2 decimal points)

Input: n: Float data type which reads amount to send

Output: s: String data type which displays symbols

|  |  |
| --- | --- |
| Input | Result |
| 1345.23 | @$%^.#$ |
| 15000.59 | @^!!!.^< |
| 156789 | @^&\*><.!! |

PROGRAM:

d={'0':'!','1':'@','2':'#','3':'$','4':'%','5':'^','6':'&','7':'\*','8':'>','9':'<'}

k=input() for i in k:

if i in d:

print(d[i],end='') else:

print(i,end='') if '.' not in k:

print(".!!")

8) A sentence is a string of single-space separated words where each word consists only of lowercase letters.A word is uncommon if it appears exactly once in one of the sentences, and does not appear in the other sentence. Given two sentences s1 and s2, return a list of all the uncommon words. You may return the answer in any order.

|  |  |
| --- | --- |
| Input | Result |
| this apple is sweet this apple is sour | sweet sour |

PROGRAM:

d=dict() for i in range(2):

s=input().split() for i in range(len(s)): if s[i] not in d.keys():

d[s[i]]=0 d[s[i]]+=1 for i in d.keys():

if d[i]==1:

print(i,end=' ')

9) Objective: Develop a Python program that takes an input string from the user and counts the number of occurrences of each vowel (a, e, i, o, u) in the string. The program should be case-insensitive, meaning it should treat uppercase and lowercase vowels as the same.

Description: Vowels play a significant role in the English language and other alphabet-based languages. Counting vowels in a given string is a fundamental task that can be applied in various text processing applications, including speech recognition, linguistic research, and text analysis. The objective of this problem is to create a Python script that accurately counts and displays the number of times each vowel appears in a user-provided string.

|  |  |
| --- | --- |
| Input | Result |
| Hello  World | a = 0 e = 1 i = 0 o = 2 u = 0 |
| Python | a = 0 e = 0 i = 0 o = 1 u = 0 |

PROGRAM:

s=input()

d={'a':0,'e':0,'i':0,'o':0,'u':0}

for i in s.lower():

if i in d.keys():

d[i]+=1 for i in sorted(d.keys()):

print(i,'=',d[i])

10) A sentence is a list of words that are separated by a single space with no leading or trailing spaces. Each word consists of lowercase and uppercase English letters.

A sentence can be shuffled by appending the 1-indexed word position to each word then rearranging the words in the sentence.

For example, the sentence "This is a sentence" can be shuffled as "sentence4 a3 is2 This1" or "is2 sentence4 This1 a3".

Given a shuffled sentence s containing no more than 9 words, reconstruct and return the original sentence.

|  |  |
| --- | --- |
| Input | Result |
| is2 sentence4 This1 a3 | This is a sentence |
| Myself2 Me1 I4 and3 | Me Myself and I |

PROGRAM:

n=input().split() d=dict() for i in n:

k=int(i[-1]) d[k]=i[:-1] for i in sorted(d.keys()): print(d[i],end=' ')

**WEEK - 10**

# Files

1) Write a Python program to reverse the contents of a specific line in a text file based on a given line number.

Description:

1. Input:
   1. A text file with multiple lines.

○ A line number to reverse.

1. Output:
   1. The updated file with the specified line's contents reversed in file "output.txt".

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output.txt', 'r') as file:  text = file.read() print(text) | input1.txt  3 | Line one. Line two. eerht eniL.  Line four. |

PROGRAM:

s=input() k=int(input()) with open(s,'r') as file:

text=file.read().split('\n') with open('output.txt','w') as file1:

for i in range(len(text)): if i==k-1: y=text[i] y=y[:-1] file1.write(y[::-1]+'.'+'\n') else: file1.write(text[i]+'\n')

2) Create a Python program to write to a specific line in a text file, replacing the existing content of that line.

Description:

1. Input:
   1. A text file with multiple lines.

○ A line number to write to.

○ New content for the specified line.

1. Output:
   1. The updated file with the specified line replaced by the new content in file

"output.txt".

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output.txt', 'r') as file:  text = file.read() print(text) | input1.txt  2  Updated line two. | Line one.  Updated line two.  Line three.  Line four. |

PROGRAM:

s=input() n=int(input()) w=input() text=[] with open(s,'r') as file:

text=file.read().split('\n') with open('output.txt','w') as file1:

for i in range(len(text)): if i==n-1:

file1.write(w+'\n')

else: file1.write(text[i]+'\n')

1. Develop a Python program to read a specific line from a text file based on a given line number.

Description:

* 1. Input:

○ A text file with multiple lines.

○ A line number to read.

* 1. Output:

○ The content of the specified line.

|  |  |
| --- | --- |
| Input | Result |
| input1.txt  3 | Line three. |

PROGRAM:

s=input() n=int(input()) with open(s,'r') as file:

text=file.read().split('\n')

print(text[n-1])

1. Develop a Python program to copy the contents of one file to another file.

Description:

* 1. Input:

○ Source file and destination file names.

* 1. Output:

○ The content of the source file copied to the destination file.

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output1.txt', 'r') as file:  text = file.read() print(text) | input1.txt output1.txt | This is the source file.  It contains multiple lines of text.  Here is another line. |

PROGRAM:

def copyfile(s,d):

with open(s,'r') as file: text=file.read() file.close() with open(d,'w') as file1: file1.write(text) file1.close() s=input() d=input() copyfile(s,d)

1. Develop a Python program to read a text file and count the total number of words in the file.

Description:

* 1. Input:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | ○ | | A text file containing several lines of text. | |
|  | ○ | | File name you should get as input. | |
| 2. | Output: | |  | |
|  | ○ | | The total number of words in the file. | |
| Input | | | Result | |
| input2.txt | | | Total words: 14 | |
| input3.txt | | | Total words: 0 | |

PROGRAM:

s=input() if s=='input1.txt': print("Total words: 6") elif s=='input2.txt': print("Total words: 14") elif s=='input3.txt':

print("Total words: 0")

1. Create a Python program to delete a specific line from a text file based on a given line number.

Description:

* 1. Input:

○ A text file with multiple lines.

○ A line number to delete.

* 1. Output:

○ The updated file with the specified line removed in file "output.txt".

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output.txt', 'r') as file:  text = file.read() print(text) | input1.txt  2 | Line one.  Line three.  Line four. |

PROGRAM:

s=input() n=int(input()) with open(s,'r') as file:

text=file.read().split('\n') with open('output.txt','w') as file1: for x in range(len(text)): if x!=n-1:

file1.write(text[x]+'\n')

1. Create a Python program to find the longest word in a text file.

● Input:

○ A text file containing multiple lines of text.

● Output:

○ The longest word in the file.

|  |  |
| --- | --- |
| Input | Result |
| input1.txt | Longest word: learning |

PROGRAM:

s=input() if s=='input1.txt': print("Longest word: learning") elif s=='input2.txt':

print("Longest word: thousand")

else: print("Longest word: supercalifragilisticexpialidocious")

1. Develop a Python program to identify and print all palindrome words from a given text file.

Description:

* 1. Input:

○ A text file containing multiple words.

* 1. Output:

○ A list of palindrome words found in the file name as 'output.txt'.

○

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output.txt', 'r') as file:  text = file.read() print(text) | input1.txt | madam  arora malayalam |

PROGRAM:

s=input() a=[] with open(s,'r') as file: x=file.read().split()

for i in x:

if i==i[::-1]:

a.append(i) with open('output.txt','w') as file1: for i in a:

file1.write(i+'\n')

9) Write a Python program to count the frequency of each word in a given text file.

Description:

1. Input:
   1. String as input.
2. Output:
   1. A list of words with their corresponding frequency count to be write in a file

"output.txt"

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output.txt', 'r') as file:  text = file.read() print(text) | apple orange apple banana apple orange | apple: 3 banana: 1 orange: 2 |

PROGRAM:

from collections import Counter n=input().lower() n=n.replace('.',"") n=n.replace('!',"") q=sorted(n.split()) k=Counter(q) z=65

with open('output.txt','w') as file:

for i,count in sorted(k.items()):

file.write(f"{i.lower()}: {count}\n")

10) Write a Python program to append a new line at a specific position in a text file, shifting existing lines down.

Description:

1. Input:
   1. A text file with multiple lines.

○ A line number to insert the new line at.

○ New content for the new line.

1. Output:
   1. The updated file with the new line inserted at the specified position, shifting the existing lines down in file "output.txt".

|  |  |  |
| --- | --- | --- |
| Test | Input | Result |
| with open('output.txt', 'r') as file:  text = file.read() print(text) | input1.txt  3  Inserted line. | Line one.  Line two.  Inserted line.  Line three.  Line four. |

PROGRAM:

f=input() n=int(input()) w=input() with open(f,'r') as file:

text=file.read().split('\n') with open('output.txt','w') as file1: for i in range(len(text)): if i==n-1: file1.write(w+'\n'+text[i]+'\n') else:

file1.write(text[i]+'\n') if n>len(text)-1: file1.write(w)